**PL/SQL:**

PL/SQL which is a **block-structured** language; this means that the PL/SQL programs are divided and written in logical blocks of code.

Each block consists of three sub-parts –

|  |  |
| --- | --- |
| **S.No** | **Description** |
| 1 | **Declarations**  This section starts with the keyword **DECLARE**. It is an optional section and defines all variables, cursors, subprograms, and other elements to be used in the program. |
| 2 | **Executable Commands**  This section is enclosed between the keywords **BEGIN** and **END** and it is a mandatory section. It consists of the executable PL/SQL statements of the program. It should have at least one executable line of code, which may be just a **NULL command** to indicate that nothing should be executed. |
| 3 | **Exception Handling**  This section starts with the keyword **EXCEPTION**. This optional section contains **exception(s)** that handle errors in the program. |

**NOTE:**

Every PL/SQL statement ends with a semicolon (;). PL/SQL blocks can be nested within other PL/SQL blocks using **BEGIN** and **END**.

Following is the basic structure of a PL/SQL block –

|  |
| --- |
| DECLARE  <declarations section>  BEGIN  <executable command(s)>  EXCEPTION  <exception handling>  END; |

The 'Hello World' Example

|  |
| --- |
| DECLARE  message varchar2(20):= 'Hello, World!';  BEGIN  dbms\_output.put\_line(message);  END; |

**OUTPUT:**

|  |
| --- |
| Hello World  PL/SQL procedure successfully completed. |

## The PL/SQL Identifiers

PL/SQL identifiers are constants, variables, exceptions, procedures, cursors, and reserved words. The identifiers consist of a letter optionally followed by more letters, numerals, dollar signs, underscores, and number signs and should not exceed 30 characters.

By default, **identifiers are not case-sensitive**. So you can use **integer** or **INTEGER** to represent a numeric value. You cannot use a reserved keyword as an identifier.

## The PL/SQL Delimiters

A delimiter is a symbol with a special meaning. Following is the list of delimiters in PL/SQL −

|  |  |
| --- | --- |
| **Delimiter** | **Description** |
| **+, -, \*, /** | Addition, subtraction/negation, multiplication, division |
| **%** | Attribute indicator |
| **'** | Character string delimiter |
| **.** | Component selector |
| **(,)** | Expression or list delimiter |
| **:** | Host variable indicator |
| **,** | Item separator |
| **"** | Quoted identifier delimiter |
| **=** | Relational operator |
| **@** | Remote access indicator |
| **;** | Statement terminator |
| **:=** | Assignment operator |
| **=>** | Association operator |
| **||** | Concatenation operator |
| **\*\*** | Exponentiation operator |
| **<<, >>** | Label delimiter (begin and end) |
| **/\*, \*/** | Multi-line comment delimiter (begin and end) |
| **--** | Single-line comment indicator |
| **..** | Range operator |
| **<, >, <=, >=**  **<>, '=, ~=, ^=** | Relational operators  Different versions of NOT EQUAL |

## The PL/SQL Comments

Program comments are explanatory statements that can be included in the PL/SQL code that you write and helps anyone reading its source code. All programming languages allow some form of comments.

The PL/SQL supports single-line and multi-line comments. All characters available inside any comment are ignored by the PL/SQL compiler. The PL/SQL single-line comments start with the delimiter -- (double hyphen) and multi-line comments are enclosed by /\* and \*/.

|  |
| --- |
| DECLARE  -- variable declaration  message varchar2(20):= 'Hello, World!';  BEGIN  /\*  \* PL/SQL executable statement(s)  \*/  dbms\_output.put\_line(message);  END; |

## PL/SQL Program Units

A PL/SQL unit is any one of the following −

* PL/SQL block
* Function
* Package
* Package body
* Procedure
* Trigger
* Type
* Type body

Each of these units will be discussed in the following chapters.

**PL/SQL DATATYPE:**

The PL/SQL variables, constants and parameters must have a valid data type, which specifies a storage format, constraints, and a valid range of values.

|  |  |
| --- | --- |
| S.NO | **Category & Description** |
| 1 | **Scalar**  Single values with no internal components, such as a **NUMBER, DATE,** or **BOOLEAN**. |
| 2 | **Large Object (LOB)**  Pointers to large objects that are stored separately from other data items, such as text, graphic images, video clips, and sound waveforms. |
| 3 | **Composite**  Data items that have internal components that can be accessed individually. For example, collections and records. |
| 4 | **Reference**  Pointers to other data items. |

## PL/SQL Scalar [Data Types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) and Subtypes

PL/SQL Scalar [Data Types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) and Subtypes come under the following categories −

|  |  |
| --- | --- |
| S.No | Description |
| 1 | **Numeric**  Numeric values on which arithmetic operations are performed. |
| 2 | **Character**  Alphanumeric values that represent single characters or strings of characters. |
| 3 | **Boolean**  Logical values on which logical operations are performed. |
| 4 | **Date time**  Dates and times. |

## PL/SQL Numeric [Data Types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) and Subtypes

PL/SQL provides subtypes of [data types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm). For example, the data type NUMBER has a subtype called INTEGER. You can use the subtypes in your PL/SQL program to make the [data types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) compatible with [data types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) in other programs while embedding the PL/SQL code in another program, such as a Java program.

|  |  |
| --- | --- |
| S.No | Description |
| 1 | **PLS\_INTEGER**  Signed integer in range -2,147,483,648 through 2,147,483,647, represented in 32 bits |
| 2 | **BINARY\_INTEGER**  Signed integer in range -2,147,483,648 through 2,147,483,647, represented in 32 bits |
| 3 | **BINARY\_FLOAT**  Single-precision IEEE 754-format floating-point number |
| 4 | **BINARY\_DOUBLE**  Double-precision IEEE 754-format floating-point number |
| 5 | **NUMBER(prec, scale)**  Fixed-point or floating-point number with absolute value in range 1E-130 to (but not including) 1.0E126. A NUMBER variable can also represent 0 |
| 6 | **DEC(prec, scale)**  ANSI specific fixed-point type with maximum precision of 38 decimal digits |
| 7 | **DECIMAL(prec, scale)**  IBM specific fixed-point type with maximum precision of 38 decimal digits |
| 8 | **NUMERIC(pre, secale)**  Floating type with maximum precision of 38 decimal digits |
| 9 | **DOUBLE PRECISION**  ANSI specific floating-point type with maximum precision of 126 binary digits (approximately 38 decimal digits) |
| 10 | **FLOAT**  ANSI and IBM specific floating-point type with maximum precision of 126 binary digits (approximately 38 decimal digits)  **INT**  ANSI specific integer type with maximum precision of 38 decimal digits |
|  | **INTEGER**  ANSI and IBM specific integer type with maximum precision of 38 decimal digits |
|  | **SMALLINT**  ANSI and IBM specific integer type with maximum precision of 38 decimal digits |
|  | **REAL**  Floating-point type with maximum precision of 63 binary digits (approximately 18 decimal digits) |

**Example:**

|  |
| --- |
| DECLARE  num1 INTEGER;  num2 REAL;  num3 DOUBLE PRECISION;  BEGIN  null;  END; |

## PL/SQL Character [Data Types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) and Subtypes

|  |  |
| --- | --- |
| S.No | Description |
| 1 | **CHAR**  Fixed-length character string with maximum size of 32,767 bytes |
| 2 | **VARCHAR2**  Variable-length character string with maximum size of 32,767 bytes |
| 3 | **RAW**  Variable-length binary or byte string with maximum size of 32,767 bytes, not interpreted by PL/SQL |
| 4 | **NCHAR**  Fixed-length national character string with maximum size of 32,767 bytes |
| 5 | **NVARCHAR2**  Variable-length national character string with maximum size of 32,767 bytes |
| 6 | **LONG**  Variable-length character string with maximum size of 32,760 bytes |
|  | **LONG RAW**  Variable-length binary or byte string with maximum size of 32,760 bytes, not interpreted by PL/SQL |
|  | **ROWID**  Physical row identifier, the address of a row in an ordinary table |
|  | **UROWID**  Universal row identifier (physical, logical, or foreign row identifier) |

## PL/SQL Boolean [Data Types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm)

The **BOOLEAN** data type stores logical values that are used in logical operations. The logical values are the Boolean values **TRUE** and **FALSE** and the value **NULL**.

However, SQL has no data type equivalent to BOOLEAN. Therefore, Boolean values cannot be used in −

* SQL statements
* Built-in SQL functions (such as **TO\_CHAR**)
* PL/SQL functions invoked from SQL statements

## PL/SQL Date time and Interval Types

The **DATE** datatype is used to store fixed-length datetimes, which include the time of day in seconds since midnight. Valid dates range from January 1, 4712 BC to December 31, 9999 AD.

The default date format is set by the Oracle initialization parameter NLS\_DATE\_FORMAT. For example, the default might be 'DD-MON-YY', which includes a two-digit number for the day of the month, an abbreviation of the month name, and the last two digits of the year. For example, 01-OCT-12.

|  |  |  |
| --- | --- | --- |
| **Field Name** | **Valid Date time Values** |  |
| YEAR | -4712 to 9999 (excluding year 0) | Any nonzero integer |
| MONTH | 01 to 12 | 0 to 11 |
| DAY | 01 to 31 (limited by the values of MONTH and YEAR, according to the rules of the calendar for the locale) | Any nonzero integer |
| HOUR | 00 to 23 | 0 to 23 |
| MINUTE | 00 to 59 | 0 to 59 |
| SECOND | 00 to 59.9(n), where 9(n) is the precision of time fractional seconds | 0 to 59.9(n), where 9(n) is the precision of interval fractional seconds |
| TIMEZONE\_HOUR | -12 to 14 (range accommodates daylight savings time changes) | Not applicable |
| TIMEZONE\_MINUTE | 00 to 59 | Not applicable |
| TIMEZONE\_REGION | Found in the dynamic performance view V$TIMEZONE\_NAMES | Not applicable |
| TIMEZONE\_ABBR | Found in the dynamic performance view V$TIMEZONE\_NAMES | Not applicable |

## PL/SQL Large Object (LOB) [Data Types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm)

Large Object (LOB) [data types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) refer to large data items such as text, graphic images, video clips, and sound waveforms. LOB [data types](https://www.tutorialspoint.com/plsql/plsql_data_types.htm) allow efficient, random, piecewise access to this data.

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Description** | **Size** |
| BFILE | Used to store large binary objects in operating system files outside the database | System-dependent. Cannot exceed 4 gigabytes (GB). |
| BLOB | Used to store large binary objects in the database. | 8 to 128 terabytes (TB) |
| CLOB | Used to store large blocks of character data in the database. | 8 to 128 TB |
| NCLOB | Used to store large blocks of NCHAR data in the database. | 8 to 128 TB |

## PL/SQL User-Defined Subtypes

A subtype is a subset of another data type, which is called its base type. A subtype has the same valid operations as its base type, but only a subset of its valid values.

PL/SQL predefines several subtypes in package **STANDARD**. For example, PL/SQL predefines the subtypes **CHARACTER** and **INTEGER** as follows −

|  |
| --- |
| SUBTYPE CHARACTER IS CHAR;  SUBTYPE INTEGER IS NUMBER(38,0); |

**Example:**

|  |
| --- |
| DECLARE  SUBTYPE name IS char(20);  SUBTYPE message IS varchar2(100);  salutation name;  greetings message;  BEGIN  salutation := 'Reader ';  greetings := 'Welcome to the World of PL/SQL';  dbms\_output.put\_line('Hello ' || salutation || greetings);  END; |

## NULLs in PL/SQL

PL/SQL NULL values represent **missing** or **unknown data** and they are not an integer, a character, or any other specific data type. Note that **NULL** is not the same as an empty data string or the null character value **'\0'**. A null can be assigned but it cannot be equated with anything, including itself.

**Variable:**

 A variable is nothing but a name given to a storage area that our programs can manipulate. Each variable in PL/SQL has a specific data type, which determines the size and the layout of the variable's memory; the range of values that can be stored within that memory and the set of operations that can be applied to the variable.

The name of a PL/SQL variable consists of a letter optionally followed by more letters, numerals, dollar signs, underscores, and number signs and should not exceed 30 characters. By default, variable names are not case-sensitive. You cannot use a reserved PL/SQL keyword as a variable name.

## Variable Declaration in PL/SQL

PL/SQL [variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) must be declared in the declaration section or in a package as a global variable. When you declare a variable, PL/SQL allocates memory for the variable's value and the storage location is identified by the variable name.

**Syntax:**

|  |
| --- |
| variable\_name [CONSTANT] datatype [NOT NULL] [:= | DEFAULT initial\_value] |

**Example:**

|  |
| --- |
| sales number(10, 2);  pi CONSTANT double precision := 3.1415;  name varchar2(25);  address varchar2(100); |

When you provide a size, scale or precision limit with the data type, it is called a **constrained declaration**.

|  |
| --- |
| sales number(10, 2);  name varchar2(25);  address varchar2(100); |

## Initializing [Variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) in PL/SQL

Whenever you declare a variable, PL/SQL assigns it a default value of NULL. If you want to initialize a variable with a value other than the NULL value, you can do so during the declaration, using either of the following −

* The **DEFAULT** keyword
* The **assignment** operator

For example –

|  |
| --- |
| counter binary\_integer := 0;  greetings varchar2(20) DEFAULT 'Have a Good Day'; |

**NOTE:**

You can also specify that a variable should not have a **NULL** value using the **NOT NULL** constraint. If you use the NOT NULL constraint, you must explicitly assign an initial value for that variable.

It is a good [programming](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) practice to initialize [variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) properly otherwise, sometimes programs would produce unexpected results.

|  |
| --- |
| DECLARE  a integer := 10;  b integer := 20;  c integer;  f real;  BEGIN  c := a + b;  dbms\_output.put\_line('Value of c: ' || c);  f := 70.0/3.0;  dbms\_output.put\_line('Value of f: ' || f);  END; |

**OUTPUT:**

|  |
| --- |
| Value of c: 30  Value of f: 23.333333333333333333  PL/SQL procedure successfully completed. |

## Variable Scope in PL/SQL

PL/SQL allows the nesting of blocks, i.e., each program block may contain another inner block. If a variable is declared within an inner block, it is not accessible to the outer block. However, if a variable is declared and accessible to an outer block, it is also accessible to all nested inner blocks. There are two types of variable scope −

* **Local**[variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) − [Variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) declared in an inner block and not accessible to ou
* ter blocks.
* **Global**[variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) − [Variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) declared in the outermost block or a package.

|  |
| --- |
| DECLARE  -- Global [variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm)  num1 number := 95;  num2 number := 85;  BEGIN  dbms\_output.put\_line('Outer Variable num1: ' || num1);  dbms\_output.put\_line('Outer Variable num2: ' || num2);  DECLARE  -- Local [variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm)  num1 number := 195;  num2 number := 185;  BEGIN  dbms\_output.put\_line('Inner Variable num1: ' || num1);  dbms\_output.put\_line('Inner Variable num2: ' || num2);  END;  END; |

OUTPUT:

|  |
| --- |
| Outer Variable num1: 95  Outer Variable num2: 85  Inner Variable num1: 195  Inner Variable num2: 185  PL/SQL procedure successfully completed. |

## Assigning SQL Query Results to PL/SQL [Variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm)

You can use the **SELECT INTO** statement of SQL to assign values to PL/SQL [variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm). For each item in the **SELECT list**, there must be a corresponding, type-compatible variable in the **INTO list**. The following example illustrates the concept. Let us create a table named CUSTOMERS −

|  |
| --- |
| CREATE TABLE CUSTOMERS(  ID INT NOT NULL,  NAME VARCHAR (20) NOT NULL,  AGE INT NOT NULL,  ADDRESS CHAR (25),  SALARY DECIMAL (18, 2),  PRIMARY KEY (ID)  );  Table Created |

Let us now insert some values in the table –

|  |
| --- |
| INSERT INTO CUSTOMERS (ID,NAME,AGE,ADDRESS,SALARY)  VALUES (1, 'Ramesh', 32, 'Ahmedabad', 2000.00 );  INSERT INTO CUSTOMERS (ID,NAME,AGE,ADDRESS,SALARY)  VALUES (2, 'Khilan', 25, 'Delhi', 1500.00 );  INSERT INTO CUSTOMERS (ID,NAME,AGE,ADDRESS,SALARY)  VALUES (3, 'kaushik', 23, 'Kota', 2000.00 );    INSERT INTO CUSTOMERS (ID,NAME,AGE,ADDRESS,SALARY)  VALUES (4, 'Chaitali', 25, 'Mumbai', 6500.00 );    INSERT INTO CUSTOMERS (ID,NAME,AGE,ADDRESS,SALARY)  VALUES (5, 'Hardik', 27, 'Bhopal', 8500.00 );  INSERT INTO CUSTOMERS (ID,NAME,AGE,ADDRESS,SALARY)  VALUES (6, 'Komal', 22, 'MP', 4500.00 ); |

The following program assigns values from the above table to PL/SQL [variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) using the **SELECT INTO clause** of SQL –

|  |
| --- |
| DECLARE  c\_id customers.id%type := 1;  c\_name customers.name%type;  c\_addr customers.address%type;  c\_sal customers.salary%type;  BEGIN  SELECT name, address, salary INTO c\_name, c\_addr, c\_sal  FROM customers  WHERE id = c\_id;  dbms\_output.put\_line  ('Customer ' ||c\_name || ' from ' || c\_addr || ' earns ' || c\_sal);  END; |

|  |
| --- |
| Customer Ramesh from Ahmedabad earns 2000  PL/SQL procedure completed successfully |

## Declaring a Constant

A constant is declared using the **CONSTANT** keyword. It requires an initial value and does not allow that value to be changed. For example −

|  |
| --- |
| DECLARE  -- constant declaration  pi constant number := 3.141592654;  -- other declarations  radius number(5,2);  dia number(5,2);  circumference number(7, 2);  area number (10, 2);  BEGIN  -- processing  radius := 9.5;  dia := radius \* 2;  circumference := 2.0 \* pi \* radius;  area := pi \* radius \* radius;  -- output  dbms\_output.put\_line('Radius: ' || radius);  dbms\_output.put\_line('Diameter: ' || dia);  dbms\_output.put\_line('Circumference: ' || circumference);  dbms\_output.put\_line('Area: ' || area);  END; |

|  |
| --- |
| Radius: 9.5  Diameter: 19  Circumference: 59.69  Area: 283.53  Pl/SQL procedure successfully completed. |

## The PL/SQL Literals

A literal is an explicit numeric, character, string, or Boolean value not represented by an identifier. For example, TRUE, 786, NULL, '[tutorialspoint](https://www.tutorialspoint.com/plsql/plsql_constants.htm)' are all literals of type Boolean, number, or string. PL/SQL, literals are case-sensitive. PL/SQL supports the following kinds of literals −

* Numeric Literals
* Character Literals
* String Literals
* BOOLEAN Literals
* Date and Time Literals

**Numeric Literals**

* 050 78 -14 0 +32767
* 6.6667 0.0 -12.0 3.14159 +7800.00
* 6E5 1.0E-8 3.14159e0 -1E38 -9.5e-3

**Character Literals**

'A' '%' '9' ' ' 'z' '('

**String Literals**

'Hello, world!'

'[Tutorials](https://www.tutorialspoint.com/plsql/plsql_constants.htm) Point'

'19-NOV-12'

**BOOLEAN Literals**

TRUE, FALSE, and NULL.

**Date and Time Literals**

DATE '1978-12-25';

TIMESTAMP '2012-10-29 12:01:01';

|  |
| --- |
| DECLARE  message varchar2(30):= 'That''s [tutorialspoint](https://www.tutorialspoint.com/plsql/plsql_constants.htm).com!';  BEGIN  dbms\_output.put\_line(message);  END; |

|  |
| --- |
| That's [tutorialspoint](https://www.tutorialspoint.com/plsql/plsql_constants.htm).com!  PL/SQL procedure successfully completed. |

**Decisions:**

[**IF - THEN statement**](https://www.tutorialspoint.com/plsql/plsql_if_then.htm)

The **IF statement** associates a condition with a sequence of statements enclosed by the keywords **THEN** and **END IF**. If the condition is true, the statements get executed and if the condition is false or NULL then the IF statement does nothing.

[**IF-THEN-ELSE statement**](https://www.tutorialspoint.com/plsql/plsql_if_then_else.htm)

**IF statement** adds the keyword **ELSE** followed by an alternative sequence of statement. If the condition is false or NULL, then only the alternative sequence of statements get executed. It ensures that either of the sequence of statements is executed.

[**IF-THEN-ELSIF statement**](https://www.tutorialspoint.com/plsql/plsql_if_then_elsif.htm)

It allows you to choose between several alternatives.

[**Case statement**](https://www.tutorialspoint.com/plsql/plsql_case_statement.htm)

Like the IF statement, the **CASE statement** selects one sequence of statements to execute.

However, to select the sequence, the CASE statement uses a selector rather than multiple Boolean expressions. A selector is an expression whose value is used to select one of several alternatives.

[**Searched CASE statement**](https://www.tutorialspoint.com/plsql/plsql_searched_case.htm)

The searched CASE statement **has no selector**, and it's WHEN clauses contain search conditions that yield Boolean values.

[**Nested IF-THEN-ELSE**](https://www.tutorialspoint.com/plsql/plsql_nested_if.htm)

You can use one **IF-THEN** or **IF-THEN-ELSIF** statement inside another **IF-THEN** or **IF-THEN-ELSIF** statement(s).

**LOOPS:**

[**PL/SQL Basic LOOP**](https://www.tutorialspoint.com/plsql/plsql_basic_loop.htm)

In this loop structure, sequence of statements is enclosed between the LOOP and the END LOOP statements. At each iteration, the sequence of statements is executed and then control resumes at the top of the loop.

[**PL/SQL WHILE LOOP**](https://www.tutorialspoint.com/plsql/plsql_while_loop.htm)

Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body.

[**PL/SQL FOR LOOP**](https://www.tutorialspoint.com/plsql/plsql_for_loop.htm)

Execute a sequence of statements multiple times and abbreviates the code that manages the loop variable.

## Labeling a PL/SQL Loop

PL/SQL [loops](https://www.tutorialspoint.com/plsql/plsql_loops.htm) can be labeled. The label should be enclosed by double angle brackets (<< and >>) and appear at the beginning of the LOOP statement. The label name can also appear at the end of the LOOP statement. You may use the label in the EXIT statement to exit from the loop.

|  |
| --- |
| DECLARE  i number(1);  j number(1);  BEGIN  << outer\_loop >>  FOR i IN 1..3 LOOP  << inner\_loop >>  FOR j IN 1..3 LOOP  dbms\_output.put\_line('i is: '|| i || ' and j is: ' || j);  END loop inner\_loop;  END loop outer\_loop;  END; |

|  |
| --- |
| i is: 1 and j is: 1  i is: 1 and j is: 2  i is: 1 and j is: 3  i is: 2 and j is: 1  i is: 2 and j is: 2  i is: 2 and j is: 3  i is: 3 and j is: 1  i is: 3 and j is: 2  i is: 3 and j is: 3  PL/SQL procedure successfully completed. |

## The Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

PL/SQL supports the following control statements. Labeling [loops](https://www.tutorialspoint.com/plsql/plsql_loops.htm) also help in taking the control outside a loop.

[**EXIT statement**](https://www.tutorialspoint.com/plsql/plsql_exit_statement.htm)

The Exit statement completes the loop and control passes to the statement immediately after the END LOOP.

[**CONTINUE statement**](https://www.tutorialspoint.com/plsql/plsql_continue_statement.htm)

Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating.

[**GOTO statement**](https://www.tutorialspoint.com/plsql/plsql_goto_statement.htm)

Transfers control to the labeled statement. Though it is not advised to use the GOTO statement in your program.

**STRINGS:**

The string in PL/SQL is actually a sequence of characters with an optional size specification. The characters could be numeric, letters, blank, special characters or a combination of all. PL/SQL offers three kinds of [strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm) −

* **Fixed-length**[strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm) − in such [strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm), programmers specify the length while declaring the string. The string is right-padded with spaces to the length so specified.
* **Variable-length**[strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm) − in such [strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm), a maximum length up to 32,767, for the string is specified and no padding takes place.
* **Character large objects (CLOBs)** − these are variable-length [strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm) that can be up to 128 terabytes.

PL/SQL [strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm) could be either variables or literals. A string literal is enclosed within quotation marks. For example,

'This is a string literal.' Or 'hello world'

## Declaring String Variables

Oracle database provides numerous string datatypes, such as CHAR, NCHAR, VARCHAR2, NVARCHAR2, CLOB, and NCLOB. The datatypes prefixed with an **'N'** are **'national character set'** datatypes, that store Unicode character data.

If you need to declare a variable-length string, you must provide the maximum length of that string. For example, the VARCHAR2 data type.

|  |
| --- |
| DECLARE  name varchar2(20);  company varchar2(30);  introduction clob;  choice char(1);  BEGIN  name := 'John Smith';  company := 'Infotech';  introduction := ' Hello! I''m John Smith from Infotech.';  choice := 'y';  IF choice = 'y' THEN  dbms\_output.put\_line(name);  dbms\_output.put\_line(company);  dbms\_output.put\_line(introduction);  END IF;  END; |

|  |
| --- |
| John Smith  Infotech  Hello! I'm John Smith from Infotech.  PL/SQL procedure successfully completed |

To declare a fixed-length string, use the CHAR datatype. Here you do not have to specify a maximum length for a fixed-length variable. If you leave off the length constraint, Oracle Database automatically uses a maximum length required. The following two declarations are identical −

red\_flag CHAR(1) := 'Y';

red\_flag CHAR := 'Y';

**STRING FUNCTIONS:**

|  |  |
| --- | --- |
| **S.No** | **Function & Purpose** |
| 1 | **ASCII(x);**  Returns the ASCII value of the character x. |
| 2 | **CHR(x);**  Returns the character with the ASCII value of x. |
| 3 | **CONCAT(x, y);**  Concatenates the [strings](https://www.tutorialspoint.com/plsql/plsql_strings.htm) x and y and returns the appended string. |
| 4 | **INITCAP(x);**  Converts the initial letter of each word in x to uppercase and returns that string. |
| 5 | **INSTR(x, find\_string [, start] [, occurrence]);**  Searches for **find\_string** in x and returns the position at which it occurs. |
| 6 | **INSTRB(x);**  Returns the location of a string within another string, but returns the value in bytes. |
| 7 | **LENGTH(x);**  Returns the number of characters in x. |
| 8 | **LENGTHB(x);**  Returns the length of a character string in bytes for single byte character set. |
| 9 | **LOWER(x);**  Converts the letters in x to lowercase and returns that string. |
| 10 | **LPAD(x, width [, pad\_string]) ;**  Pads **x** with spaces to the left, to bring the total length of the string up to width characters. |
| 11 | **LTRIM(x [, trim\_string]);**  Trims characters from the left of **x**. |
| 12 | **NANVL(x, value);**  Returns value if x matches the NaN special value (not a number), otherwise **x** is returned. |
| 13 | **NLS\_INITCAP(x);**  Same as the INITCAP function except that it can use a different sort method as specified by NLSSORT. |
| 14 | **NLS\_LOWER(x) ;**  Same as the LOWER function except that it can use a different sort method as specified by NLSSORT. |
| 15 | **NLS\_UPPER(x);**  Same as the UPPER function except that it can use a different sort method as specified by NLSSORT. |
| 16 | **NLSSORT(x);**  Changes the method of sorting the characters. Must be specified before any NLS function; otherwise, the default sort will be used. |
| 17 | **NVL(x, value);**  Returns value if **x** is null; otherwise, x is returned. |
| 18 | **NVL2(x, value1, value2);**  Returns value1 if x is not null; if x is null, value2 is returned. |
| 19 | **REPLACE(x, search\_string, replace\_string);**  Searches **x** for search\_string and replaces it with replace\_string. |
| 20 | **RPAD(x, width [, pad\_string]);**  Pads **x** to the right. |
| 21 | **RTRIM(x [, trim\_string]);**  Trims **x** from the right. |
| 22 | **SOUNDEX(x) ;**  Returns a string containing the phonetic representation of **x**. |
| 23 | **SUBSTR(x, start [, length]);**  Returns a substring of **x** that begins at the position specified by start. An optional length for the substring may be supplied. |
| 24 | **SUBSTRB(x);**  Same as SUBSTR except that the parameters are expressed in bytes instead of characters for the single-byte character systems. |
| 25 | **TRIM([trim\_char FROM) x);**  Trims characters from the left and right of **x**. |
| 26 | **UPPER(x);**  Converts the letters in x to uppercase and returns that string. |

### **Example 1**

DECLARE

greetings varchar2(11) := 'hello world';

BEGIN

dbms\_output.put\_line(UPPER(greetings));

dbms\_output.put\_line(LOWER(greetings));

dbms\_output.put\_line(INITCAP(greetings));

/\* retrieve the first character in the string \*/

dbms\_output.put\_line ( SUBSTR (greetings, 1, 1));

/\* retrieve the last character in the string \*/

dbms\_output.put\_line ( SUBSTR (greetings, -1, 1));

/\* retrieve five characters,

starting from the seventh position. \*/

dbms\_output.put\_line ( SUBSTR (greetings, 7, 5));

/\* retrieve the remainder of the string,

starting from the second position. \*/

dbms\_output.put\_line ( SUBSTR (greetings, 2));

/\* find the location of the first "e" \*/

dbms\_output.put\_line ( INSTR (greetings, 'e'));

END;

When the above code is executed at the SQL prompt, it produces the following result –

**Example1:**

|  |
| --- |
| HELLO WORLD  hello world  Hello World  h  d  World  ello World  2  PL/SQL procedure successfully completed. |

### **Example 2**

DECLARE

greetings varchar2(30) := '......Hello World.....';

BEGIN

dbms\_output.put\_line(RTRIM(greetings,'.'));

dbms\_output.put\_line(LTRIM(greetings, '.'));

dbms\_output.put\_line(TRIM( '.' from greetings));

END;

/

When the above code is executed at the SQL prompt, it produces the following result −

|  |
| --- |
| ......Hello World  Hello World.....  Hello World  PL/SQL procedure successfully completed. |

**ARRAYS:**

The PL/SQL programming language provides a data structure called the **VARRAY**, which can store a fixed-size sequential collection of elements of the same type. A varray is used to store an ordered collection of data, however it is often better to think of an array as a collection of variables of the same type.

All varrays consist of contiguous memory locations. The lowest address corresponds to the first element and the highest address to the last element.

![Varrays in PL/SQL](data:image/jpeg;base64,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)

An array is a part of collection type data and it stands for variable-size arrays. We will study other collection types in a later chapter **'PL/SQL Collections'**.

Each element in a **varray** has an index associated with it. It also has a maximum size that can be changed dynamically.

## Creating a Varray Type

A varray type is created with the **CREATE TYPE** statement. You must specify the maximum size and the type of elements stored in the varray.

The basic syntax for creating a VARRAY type at the schema level is −

CREATE OR REPLACE TYPE varray\_type\_name IS VARRAY(n) of <element\_type>

Where,

* *varray\_type\_name* is a valid attribute name,
* *n* is the number of elements (maximum) in the varray,
* *element\_type* is the data type of the elements of the array.

Maximum size of a varray can be changed using the **ALTER TYPE** statement.

For example,

CREATE Or REPLACE TYPE namearray AS VARRAY(3) OF VARCHAR2(10);

/

Type created.

The basic syntax for creating a VARRAY type within a PL/SQL block is −

TYPE varray\_type\_name IS VARRAY(n) of <element\_type>

For example −

TYPE namearray IS VARRAY(5) OF VARCHAR2(10);

Type grades IS VARRAY(5) OF INTEGER;

Let us now work out on a few examples to understand the concept −

### **Example 1**

The following program illustrates the use of varrays −

DECLARE

type namesarray IS VARRAY(5) OF VARCHAR2(10);

type grades IS VARRAY(5) OF INTEGER;

names namesarray;

marks grades;

total integer;

BEGIN

names := namesarray('Kavita', 'Pritam', 'Ayan', 'Rishav', 'Aziz');

marks:= grades(98, 97, 78, 87, 92);

total := names.count;

dbms\_output.put\_line('Total '|| total || ' Students');

FOR i in 1 .. total LOOP

dbms\_output.put\_line('Student: ' || names(i) || '

Marks: ' || marks(i));

END LOOP;

END;

/

When the above code is executed at the SQL prompt, it produces the following result –

|  |
| --- |
| Total 5 Students  Student: Kavita Marks: 98  Student: Pritam Marks: 97  Student: Ayan Marks: 78  Student: Rishav Marks: 87  Student: Aziz Marks: 92  PL/SQL procedure successfully completed. |

**Note**

* In Oracle environment, the starting index for varrays is always 1.
* You can initialize the varray elements using the constructor method of the varray type, which has the same name as the varray.
* Varrays are one-dimensional arrays.
* A varray is automatically NULL when it is declared and must be initialized before its elements can be referenced.

### **Example 2**

Elements of a varray could also be a %ROWTYPE of any database table or %TYPE of any database table field. The following example illustrates the concept.

We will use the CUSTOMERS table stored in our database as −

Select \* from customers;

+----+----------+-----+-----------+----------+

| ID | NAME | AGE | ADDRESS | SALARY |

+----+----------+-----+-----------+----------+

| 1 | Ramesh | 32 | Ahmedabad | 2000.00 |

| 2 | Khilan | 25 | Delhi | 1500.00 |

| 3 | kaushik | 23 | Kota | 2000.00 |

| 4 | Chaitali | 25 | Mumbai | 6500.00 |

| 5 | Hardik | 27 | Bhopal | 8500.00 |

| 6 | Komal | 22 | MP | 4500.00 |

+----+----------+-----+-----------+----------+

Following example makes the use of **cursor**, which you will study in detail in a separate chapter.

DECLARE

CURSOR c\_customers is

SELECT name FROM customers;

type c\_list is varray (6) of customers.name%type;

name\_list c\_list := c\_list();

counter integer :=0;

BEGIN

FOR n IN c\_customers LOOP

counter := counter + 1;

name\_list.extend;

name\_list(counter) := n.name;

dbms\_output.put\_line('Customer('||counter ||'):'||name\_list(counter));

END LOOP;

END;

/

When the above code is executed at the SQL prompt, it produces the following result −

Customer(1): Ramesh

Customer(2): Khilan

Customer(3): kaushik

Customer(4): Chaitali

Customer(5): Hardik

Customer(6): Komal

PL/SQL procedure successfully completed.

**subprogram**:

A **subprogram** is a program unit/module that performs a particular task. These subprograms are combined to form larger programs. This is basically called the 'Modular design'. A subprogram can be invoked by another subprogram or program which is called the **calling program**.

A subprogram can be created −

* At the schema level
* Inside a package
* Inside a PL/SQL block

At the schema level, subprogram is a **standalone subprogram**. It is created with the CREATE PROCEDURE or the CREATE FUNCTION statement. It is stored in the database and can be deleted with the DROP PROCEDURE or DROP FUNCTION statement.

A subprogram created inside a package is a **packaged subprogram**. It is stored in the database and can be deleted only when the package is deleted with the DROP PACKAGE statement. We will discuss packages in the chapter **'PL/SQL - Packages'**.

PL/SQL subprograms are named PL/SQL blocks that can be invoked with a set of parameters. PL/SQL provides two kinds of subprograms −

* **Functions** − These subprograms return a single value; mainly used to compute and return a value.
* [Procedures](https://www.tutorialspoint.com/plsql/plsql_procedures.htm) − These subprograms do not return a value directly; mainly used to perform an action.

This chapter is going to cover important aspects of a **PL/SQL procedure**. We will discuss **PL/SQL function** in the next chapter.

## Parts of a PL/SQL Subprogram

Each PL/SQL subprogram has a name, and may also have a parameter list. Like anonymous PL/SQL blocks, the named blocks will also have the following three parts −

|  |  |
| --- | --- |
| **S.No** | **Parts & Description** |
| 1 | **Declarative Part**  It is an optional part. However, the declarative part for a subprogram does not start with the DECLARE keyword. It contains declarations of types, cursors, constants, variables, exceptions, and nested subprograms. These items are local to the subprogram and cease to exist when the subprogram completes execution. |
| 2 | **Executable Part**  This is a mandatory part and contains statements that perform the designated action. |
| 3 | **Exception-handling**  This is again an optional part. It contains the code that handles run-time errors. |

## Creating a Procedure

A procedure is created with the **CREATE OR REPLACE PROCEDURE** statement. The simplified syntax for the CREATE OR REPLACE PROCEDURE statement is as follows −

CREATE [OR REPLACE] PROCEDURE procedure\_name

[(parameter\_name [IN | OUT | IN OUT] type [, ...])]

{IS | AS}

BEGIN

< procedure\_body >

END procedure\_name;

Where,

* *procedure-name* specifies the name of the procedure.
* [OR REPLACE] option allows the modification of an existing procedure.
* The optional parameter list contains name, mode and types of the parameters. **IN** represents the value that will be passed from outside and OUT represents the parameter that will be used to return a value outside of the procedure.
* *procedure-body* contains the executable part.
* The AS keyword is used instead of the IS keyword for creating a standalone procedure.

### **Example**

The following example creates a simple procedure that displays the string 'Hello World!' on the screen when executed.

CREATE OR REPLACE PROCEDURE greetings

AS

BEGIN

dbms\_output.put\_line('Hello World!');

END;

/

When the above code is executed using the SQL prompt, it will produce the following result −

Procedure created.

## Executing a Standalone Procedure

A standalone procedure can be called in two ways −

* Using the **EXECUTE** keyword
* Calling the name of the procedure from a PL/SQL block

The above procedure named **'greetings'** can be called with the EXECUTE keyword as −

EXECUTE greetings;

The above call will display −

Hello World

PL/SQL procedure successfully completed.

The procedure can also be called from another PL/SQL block −

BEGIN

greetings;

END;

/

The above call will display −

Hello World

PL/SQL procedure successfully completed.

## Deleting a Standalone Procedure

A standalone procedure is deleted with the **DROP PROCEDURE** statement. Syntax for deleting a procedure is −

DROP PROCEDURE procedure-name;

You can drop the greetings procedure by using the following statement −

DROP PROCEDURE greetings;

## Parameter Modes in PL/SQL Subprograms

The following table lists out the parameter modes in PL/SQL subprograms −

|  |  |
| --- | --- |
| **S.No** | **Parameter Mode & Description** |
| 1 | **IN**  An IN parameter lets you pass a value to the subprogram. **It is a read-only parameter**. Inside the subprogram, an IN parameter acts like a constant. It cannot be assigned a value. You can pass a constant, literal, initialized variable, or expression as an IN parameter. You can also initialize it to a default value; however, in that case, it is omitted from the subprogram call. **It is the default mode of parameter passing. Parameters are passed by reference**. |
| 2 | **OUT**  An OUT parameter returns a value to the calling program. Inside the subprogram, an OUT parameter acts like a variable. You can change its value and reference the value after assigning it. **The actual parameter must be variable and it is passed by value**. |
| 3 | **IN OUT**  An **IN OUT** parameter passes an initial value to a subprogram and returns an updated value to the caller. It can be assigned a value and the value can be read.  The actual parameter corresponding to an IN OUT formal parameter must be a variable, not a constant or an expression. Formal parameter must be assigned a value. **Actual parameter is passed by value.** |

### **IN & OUT Mode Example 1**

This program finds the minimum of two values. Here, the procedure takes two numbers using the IN mode and returns their minimum using the OUT parameters.

DECLARE

a number;

b number;

c number;

PROCEDURE findMin(x IN number, y IN number, z OUT number) IS

BEGIN

IF x < y THEN

z:= x;

ELSE

z:= y;

END IF;

END;

BEGIN

a:= 23;

b:= 45;

findMin(a, b, c);

dbms\_output.put\_line(' Minimum of (23, 45) : ' || c);

END;

/

When the above code is executed at the SQL prompt, it produces the following result –

|  |
| --- |
| Minimum of (23, 45) : 23  PL/SQL procedure successfully completed. |

### **IN & OUT Mode Example 2**

This procedure computes the square of value of a passed value. This example shows how we can use the same parameter to accept a value and then return another result.

DECLARE

a number;

PROCEDURE squareNum(x IN OUT number) IS

BEGIN

x := x \* x;

END;

BEGIN

a:= 23;

squareNum(a);

dbms\_output.put\_line(' Square of (23): ' || a);

END;

/

When the above code is executed at the SQL prompt, it produces the following result –

|  |
| --- |
| Square of (23): 529  PL/SQL procedure successfully completed. |

## Methods for Passing Parameters

Actual parameters can be passed in three ways −

* Positional notation
* Named notation
* Mixed notation

### **Positional Notation**

In positional notation, you can call the procedure as −

findMin(a, b, c, d);

In positional notation, the first actual parameter is substituted for the first formal parameter; the second actual parameter is substituted for the second formal parameter, and so on. So, **a** is substituted for **x, b** is substituted for **y, c** is substituted for **z** and **d** is substituted for **m**.

### **Named Notation**

In named notation, the actual parameter is associated with the formal parameter using the **arrow symbol ( => )**. The procedure call will be like the following −

findMin(x => a, y => b, z => c, m => d);

 A function is same as a procedure except that it returns a value. Therefore, all the discussions of the previous chapter are true for [functions](https://www.tutorialspoint.com/plsql/plsql_functions.htm) too.

## Creating a Function

A standalone function is created using the **CREATE FUNCTION** statement. The simplified syntax for the **CREATE OR REPLACE PROCEDURE** statement is as follows −

CREATE [OR REPLACE] FUNCTION function\_name

[(parameter\_name [IN | OUT | IN OUT] type [, ...])]

RETURN return\_datatype

{IS | AS}

BEGIN

< function\_body >

END [function\_name];

Where,

* *function-name* specifies the name of the function.
* [OR REPLACE] option allows the modification of an existing function.
* The optional parameter list contains name, mode and types of the parameters. IN represents the value that will be passed from outside and OUT represents the parameter that will be used to return a value outside of the procedure.
* The function must contain a **return** statement.
* The *RETURN* clause specifies the data type you are going to return from the function.
* *function-body* contains the executable part.
* The AS keyword is used instead of the IS keyword for creating a standalone function.

### **Example**

The following example illustrates how to create and call a standalone function. This function returns the total number of CUSTOMERS in the customers table.

We will use the CUSTOMERS table, which we had created in the [PL/SQL Variables](https://www.tutorialspoint.com/plsql/plsql_variable_types.htm) chapter −

Select \* from customers;

+----+----------+-----+-----------+----------+

| ID | NAME | AGE | ADDRESS | SALARY |

+----+----------+-----+-----------+----------+

| 1 | Ramesh | 32 | Ahmedabad | 2000.00 |

| 2 | Khilan | 25 | Delhi | 1500.00 |

| 3 | kaushik | 23 | Kota | 2000.00 |

| 4 | Chaitali | 25 | Mumbai | 6500.00 |

| 5 | Hardik | 27 | Bhopal | 8500.00 |

| 6 | Komal | 22 | MP | 4500.00 |

+----+----------+-----+-----------+----------+

CREATE OR REPLACE FUNCTION totalCustomers

RETURN number IS

total number(2) := 0;

BEGIN

SELECT count(\*) into total

FROM customers;

RETURN total;

END;

/

When the above code is executed using the SQL prompt, it will produce the following result −

Function created.

## Calling a Function

While creating a function, you give a definition of what the function has to do. To use a function, you will have to call that function to perform the defined task. When a program calls a function, the program control is transferred to the called function.

A called function performs the defined task and when its return statement is executed or when the **last end statement** is reached, it returns the program control back to the main program.

To call a function, you simply need to pass the required parameters along with the function name and if the function returns a value, then you can store the returned value. Following program calls the function **totalCustomers** from an anonymous block −

DECLARE

c number(2);

BEGIN

c := totalCustomers();

dbms\_output.put\_line('Total no. of Customers: ' || c);

END;

/

When the above code is executed at the SQL prompt, it produces the following result –

|  |
| --- |
| Total no. of Customers: 6  PL/SQL procedure successfully completed. |

### **Example**

The following example demonstrates Declaring, Defining, and Invoking a Simple PL/SQL Function that computes and returns the maximum of two values.

DECLARE

a number;

b number;

c number;

FUNCTION findMax(x IN number, y IN number)

RETURN number

IS

z number;

BEGIN

IF x > y THEN

z:= x;

ELSE

Z:= y;

END IF;

RETURN z;

END;

BEGIN

a:= 23;

b:= 45;

c := findMax(a, b);

dbms\_output.put\_line(' Maximum of (23,45): ' || c);

END;

/

When the above code is executed at the SQL prompt, it produces the following result −

|  |
| --- |
| Maximum of (23,45): 45  PL/SQL procedure successfully completed. |

A **cursor** is a pointer to this context area. PL/SQL controls the context area through a cursor. A cursor holds the rows (one or more) returned by a SQL statement. The set of rows the cursor holds is referred to as the **active set**.

You can name a cursor so that it could be referred to in a program to fetch and process the rows returned by the SQL statement, one at a time. There are two types of [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm) −

* Implicit [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm)
* Explicit [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm)

## Implicit [Cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm)

Implicit [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm) are automatically created by Oracle whenever an SQL statement is executed, when there is no explicit cursor for the statement. Programmers cannot control the implicit [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm) and the information in it.

Whenever a DML statement (INSERT, UPDATE and DELETE) is issued, an implicit cursor is associated with this statement. For INSERT operations, the cursor holds the data that needs to be inserted. For UPDATE and DELETE operations, the cursor identifies the rows that would be affected.

In PL/SQL, you can refer to the most recent implicit cursor as the **SQL cursor**, which always has attributes such as **%FOUND, %ISOPEN, %NOTFOUND**, and **%ROWCOUNT**. The SQL cursor has additional attributes, **%BULK\_ROWCOUNT** and **%BULK\_EXCEPTIONS**, designed for use with the **FORALL** statement. The following table provides the description of the most used attributes −

|  |  |
| --- | --- |
| **S.No** | **Attribute & Description** |
| 1 | **%FOUND**  Returns TRUE if an INSERT, UPDATE, or DELETE statement affected one or more rows or a SELECT INTO statement returned one or more rows. Otherwise, it returns FALSE. |
| 2 | **%NOTFOUND**  The logical opposite of %FOUND. It returns TRUE if an INSERT, UPDATE, or DELETE statement affected no rows, or a SELECT INTO statement returned no rows. Otherwise, it returns FALSE. |
| 3 | **%ISOPEN**  Always returns FALSE for implicit [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm), because Oracle closes the SQL cursor automatically after executing its associated SQL statement. |
| 4 | **%ROWCOUNT**  Returns the number of rows affected by an INSERT, UPDATE, or DELETE statement, or returned by a SELECT INTO statement. |

Any SQL cursor attribute will be accessed as **sql%attribute\_name** as shown below in the example.

### **Example**

We will be using the CUSTOMERS table we had created and used in the previous chapters.

Select \* from customers;

+----+----------+-----+-----------+----------+

| ID | NAME | AGE | ADDRESS | SALARY |

+----+----------+-----+-----------+----------+

| 1 | Ramesh | 32 | Ahmedabad | 2000.00 |

| 2 | Khilan | 25 | Delhi | 1500.00 |

| 3 | kaushik | 23 | Kota | 2000.00 |

| 4 | Chaitali | 25 | Mumbai | 6500.00 |

| 5 | Hardik | 27 | Bhopal | 8500.00 |

| 6 | Komal | 22 | MP | 4500.00 |

+----+----------+-----+-----------+----------+

The following program will update the table and increase the salary of each customer by 500 and use the **SQL%ROWCOUNT** attribute to determine the number of rows affected −

DECLARE

total\_rows number(2);

BEGIN

UPDATE customers

SET salary = salary + 500;

IF sql%notfound THEN

dbms\_output.put\_line('no customers selected');

ELSIF sql%found THEN

total\_rows := sql%rowcount;

dbms\_output.put\_line( total\_rows || ' customers selected ');

END IF;

END;

/

When the above code is executed at the SQL prompt, it produces the following result –

|  |
| --- |
| 6 customers selected  PL/SQL procedure successfully completed. |

If you check the records in customers table, you will find that the rows have been updated −

Select \* from customers;

+----+----------+-----+-----------+----------+

| ID | NAME | AGE | ADDRESS | SALARY |

+----+----------+-----+-----------+----------+

| 1 | Ramesh | 32 | Ahmedabad | 2500.00 |

| 2 | Khilan | 25 | Delhi | 2000.00 |

| 3 | kaushik | 23 | Kota | 2500.00 |

| 4 | Chaitali | 25 | Mumbai | 7000.00 |

| 5 | Hardik | 27 | Bhopal | 9000.00 |

| 6 | Komal | 22 | MP | 5000.00 |

+----+----------+-----+-----------+----------+

## Explicit [Cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm)

Explicit [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm) are programmer-defined [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm) for gaining more control over the **context area**. An explicit cursor should be defined in the declaration section of the PL/SQL Block. It is created on a SELECT Statement which returns more than one row.

The syntax for creating an explicit cursor is −

CURSOR cursor\_name IS select\_statement;

Working with an explicit cursor includes the following steps −

* Declaring the cursor for initializing the memory
* Opening the cursor for allocating the memory
* Fetching the cursor for retrieving the data
* Closing the cursor to release the allocated memory

## Declaring the Cursor

Declaring the cursor defines the cursor with a name and the associated SELECT statement. For example −

CURSOR c\_customers IS

SELECT id, name, address FROM customers;

## Opening the Cursor

Opening the cursor allocates the memory for the cursor and makes it ready for fetching the rows returned by the SQL statement into it. For example, we will open the above defined cursor as follows −

OPEN c\_customers;

## Fetching the Cursor

Fetching the cursor involves accessing one row at a time. For example, we will fetch rows from the above-opened cursor as follows −

FETCH c\_customers INTO c\_id, c\_name, c\_addr;

## Closing the Cursor

Closing the cursor means releasing the allocated memory. For example, we will close the above-opened cursor as follows −

CLOSE c\_customers;

### **Example**

Following is a complete example to illustrate the concepts of explicit [cursors](https://www.tutorialspoint.com/plsql/plsql_cursors.htm) &minua;

DECLARE

c\_id customers.id%type;

c\_name customerS.No.ame%type;

c\_addr customers.address%type;

CURSOR c\_customers is

SELECT id, name, address FROM customers;

BEGIN

OPEN c\_customers;

LOOP

FETCH c\_customers into c\_id, c\_name, c\_addr;

EXIT WHEN c\_customers%notfound;

dbms\_output.put\_line(c\_id || ' ' || c\_name || ' ' || c\_addr);

END LOOP;

CLOSE c\_customers;

END;

/

When the above code is executed at the SQL prompt, it produces the following result −

|  |
| --- |
| 1 Ramesh Ahmedabad  2 Khilan Delhi  3 kaushik Kota  4 Chaitali Mumbai  5 Hardik Bhopal  6 Komal MP    PL/SQL procedure successfully completed. |